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Overview

A	database	 is	 a	 collection	 of	 data	 consisting	 of	 a	 physical	 file	 residing	 on	 a
computer.	The	collection	of	data	 in	 that	 file	 is	 stored	 in	different	 tables	where
each	row	in	the	table	is	considered	as	a	record.	Every	record	is	broken	down	into
fields	that	represent	single	items	of	data	describing	a	specific	thing.	For	example,
you	 can	 store	 information	 about	 a	 collection	 of	 book	 data	 inside	 a	 database.
Information	pertaining	 to	 the	books	 themselves	 can	be	 stored	 in	 a	 table	 called
Books.	Each	book	record	can	be	stored	in	one	table	row	with	each	specific	piece
of	data	such	as	book	title,	author,	or	price,	stored	into	a	separate	field.





More	 technically,	a	database	can	also	be	defined	as	an	organized	structured
object	stored	on	a	computer	consisting	of	data	and	metadata.	Data,	as	previously
explained,	is	the	actual	information	stored	in	the	database,	while	metadata	is	data
about	the	data.	Metadata	describes	the	structure	of	the	data	itself,	such	as	field
length	or	datatype.	For	example,	in	a	company	database	the	value	6.95	stored	in
a	field	is	data	about	the	price	of	a	specific	product.	The	information	that	this	is	a
number	data	stored	to	two	decimal	places	and	valued	in	dollars	is	metadata.

Databases	are	usually	associated	with	software	that	allows	for	the	data	to	be
updated	 and	 queried.	 The	 software	 that	 manages	 the	 database	 is	 called	 a
Relational	 Database	 Management	 System	 (RDBMS).	 These	 systems	 make
storing	data	and	returning	results	easier	and	more	efficient	by	allowing	different
questions	and	commands	to	be	posed	to	the	database.	Popular	RDBMS	software
includes	 Oracle	 Database,	 Microsoft	 SQL	 Server,	 MySQL,	 and	 IBM	 DB2.
Commonly,	 the	 RDBMS	 software	 itself	 is	 referred	 to	 as	 a	 database,	 although
theoretically	this	would	be	a	slight	misnomer.	When	working	with	databases	we
will	 participate	 in	 the	 design,	maintenance	 and	 administration	 of	 the	 database
that	supplies	data	to	our	website	or	application.	In	order	to	do	this,	however,we
will	need	to	access	that	data	and	also	automate	the	process	to	allow	other	users
to	 retrieve	 and	 perhaps	 even	 modify	 data	 without	 technical	 knowledge.	 To
achieve	this	we	will	need	to	communicate	with	the	database	in	a	language	it	can
interpret.	 Structured	 Query	 Language	 (SQL)	 will	 allow	 us	 to	 directly
communicate	with	databases	and	is	thus	the	subject	of	this	book.	In	this	book	we
will	learn	the	basics	of	SQL.	SQL	is	composed	of	commands	that	enable	users	to
create	database	and	table	structures,	perform	various	types	of	data	manipulation
and	 data	 administration	 and	 query	 the	 database	 in	 order	 to	 extract	 useful
information.

Sample	Database
The	examples	in	this	book	use	the	Northwind	Traders	Access	database,	which

is	a	sample	database	that	comes	with	the	Microsoft	Office	suite.	The	Northwind



database	contains	sales	data	for	a	fictitious	company	called	Northwind	Traders,
which	imports	and	exports	specialty	foods	from	around	the	world.	Depending	on
your	Office	version,	 the	Northwind	database	might	 look	slightly	different,	as	 it
has	 evolved	 over	 time.	 Nevertheless,	 the	 examples	 use	 only	 those	 tables	 that
have	remained	unchanged	in	each	iteration.

fg.	1	:	Database	schema	of	the	Northwind	Traders	database





You	can	download	the	Northwind	database	from	the	following	link:
www.bit.ly/northwind-db-sql

http://www.bit.ly/northwind-db-sql


Introduction

What	Is	SQL?
Ideally,	 a	database	 language	must	 enable	us	 to	 create	 structures,	 to	perform

data	 management	 chores	 (add,	 delete,	 modify)	 and	 to	 perform	 complex
operations	 that	 transform	 the	 raw	 data	 into	 information.	 SQL,	 sometimes
pronounced	 “sequel”,	 is	 a	 support	 language	 for	 communicating	with	 relational
databases.	SQL	is	also	the	language	of	choice	for	almost	every	RDBMS	in	use
today	because	it	provides	a	standardized	method	for	storing	and	retrieving	data.
The	 SQL	 standard	 is	 maintained	 by	 both	 the	 American	 National	 Standards
Institute	(ANSI)	and	the	International	Standards	Organization	(ISO).	The	latest
released	 version	 of	 the	 standard	 is	 SQL:2008	 under	 ISO/IEC	 9075.	 However,
even	with	a	standard	in	place	there	are	numerous	SQL	dialects	(PL/SQL,	T-SQL,
SQL-PL,	MySQL)	 among	 the	 various	 vendors,	 evolving	 from	 requirements	 of
the	 specific	 user	 community.	 This	 means	 that	 different	 RDBMS	 products
implement	SQL	in	slightly	different	ways.

The	SQL	statements	in	this	book	run	on	Microsoft	SQL	Server	and	Microsoft	Access.	Running	the	SQL
statements	in	a	different	RDBMS	might	require	slight	adjustments	in	some	specific	cases.	Please	refer
to	the	documentation	of	the	RDBMS	of	your	personal	choice.

SQL	 is	 a	 text-oriented	 language	 requiring	 only	 a	 text	 processor	 as	 it	 was
developed	long	before	graphical	user	interfaces.	While	todays’	RDBMS	products
provide	 graphic	 tools	 for	 performing	many	 SQL	 tasks,	 not	 everything	 can	 be
done	 without	 delving	 into	 code.	 Additionally,	 SQL	 is	 quite	 different	 from
procedural	languages	such	as	C++,	Visual	Basic	and	other	languages	where	the
programmer	 has	 to	write	 step-by-step	 instructions	 to	 the	 computer	 in	 order	 to
exactly	define	how	 to	achieve	a	 specified	goal.	SQL	 is	a	declarative	 language,
which	means	that	instead	of	using	the	language	to	tell	the	database	what	to	do;
you	use	it	to	tell	the	database	what	you	want.	With	SQL	you	specify	the	results



you	want	and	the	language	itself	determines	the	rest.
As	discussed	previously,	a	relational	database	is	composed	of	tables	that	store

data	 in	 a	 column/row	 format.	 At	 first	 glance,	 a	 database	 table	 resembles	 a
spreadsheet	with	rows	being	your	records	and	columns	containing	the	fields	for
the	records.





Each	database	management	system	tracks	these	tables	by	indexing	them	in	a
sort	 of	 data	 dictionary	 or	 catalog	 that	 contains	 a	 list	 of	 all	 the	 tables	 in	 the
database.	The	list	also	stores	pointers	to	each	table’s	location.	The	dictionary	can
store	additional	metadata	information	as	well,	such	as	table	definitions	and	even
data	specific	to	the	database	itself.	When	we	send	a	request	to	the	database	using
SQL,	 the	 database	 locates	 the	 requested	 table	 in	 the	 dictionary-without	 any
additional	 instructions	from	our	side.	All	we	need	to	do	is	specify	 the	name	of
the	 table,	and	 the	database	will	do	 the	rest	as	SQL	works	 independently	of	 the
internal	structure	of	the	database.	The	database	then	processes	the	request,	called
a	query.	 For	 us	 a	 query	 is	 simply	 a	 question	 posed	 to	 the	 database.	 For	 the
RDBMS	a	query	is	a	SQL	statement	that	must	be	executed.

SQL	queries	are	the	most	common	use	of	SQL.	A	query	is	a	question	we	pose
to	the	database,	and	the	database	then	provides	the	data	that	answers	our	query.
As	databases	 store	only	 raw	data,	 just	 the	 facts	without	 intelligence,	we	query
the	 database	 with	 the	 purpose	 of	 processing	 the	 returned	 data	 and	 obtaining
meaningful	information.	The	broader	definition	of	a	query	within	the	relational
database	environment	is	:

Que.ry	 (n)	 :	 A	 query	 is	 a	 statement	 written	 in	 SQL,	 which	 may	 include
commands	and	actions,	written	to	solicit	an	answer	to	a	question	or	to	perform
an	action.

SQL	Server	is	the	name	of	a	relational	database	management	system	that	Microsoft	distributes.	SQL
is	 a	 language.	 Therefore,	 SQL	 Server	 is	 not	 SQL.	 If	 you’re	 unfamiliar	 with	 database	 systems	 and
languages,	it	can	be	easy	to	confuse	the	two	because	the	names	are	similar.

Most	 SQL	 queries	 are	 used	 to	 answer	 questions	 such	 as	 “What	 products
currently	held	in	inventory	are	priced	over	$100	and	what	is	the	quantity	on	hand
for	each	of	those	products?”	or	“How	many	employees	have	been	hired	by	each
of	 the	 company’s	 departments	 since	 November	 1,	 2004?”	We	 can	 think	 of	 a
query	 as	 a	 type	 of	 sentence,	 with	 nouns,	 verbs,	 clauses,	 and	 predicates.	 For
example,	let’s	turn	the	following	sentence	into	a	query:

“Show	me	all	the	employees	that	live	in	the	southwest	region.”



The	subject	 in	 this	 case	 is	 the	database,	 the	verb	 is,	 “show	me,”	 the	phrase
“all	 the	 employees”	 is	 a	 clause,	 and	 “that	 live	 in	 the	 southwest	 region”	 is	 a
predicate.	The	resulting	SQL	statement	resembles	the	following:

SELECT	*
FROM	Employees
WHERE	Region	=	“Southwest”

Processing	the	request	returns	a	table	of	data,	which	in	SQL	terms	is	called	a
view.	A	view	can	best	be	defined	as	a	virtual	table	based	on	the	parameters	you
passed	to	the	database	via	your	SQL	statement.

In	 summary,	 a	 relational	 database	 model	 contains	 tables,	 each	 of	 which
consists	of	a	set	of	data.	The	data	is	structured	into	rows	and	columns,	each	row
being	a	distinct	record.	To	access	the	records	in	these	tables	you	send	requests	to
the	 database	 in	 the	 form	 of	 “queries”	 that	 are	 written	 in	 Structured	 Query
Language	(SQL).	For	the	rest	of	this	book	you’ll	learn	the	basic	SQL	statements
and	syntax	that	you’ll	need	to	communicate	with	almost	any	relational	database.

Syntax	&	Structure
In	 spoken	 languages,	 syntax	 dictates	 grammar	 and	 sentence	 structure.

Similarly,	 in	 programming	 languages	 syntax	 dictates	 the	 structure	 and
terminology	 to	 be	 used	 when	 writing	 code.	 In	 SQL,	 syntax	 is	 used	 to	 create
statements	as	self-contained	actions.	Standard	SQL	is	simple	and	straightforward
as	 the	 bulk	 of	 the	 language	 is	 composed	 of	 commands,	 and	 learning	 how	 to
arrange	 those	 commands	 in	 the	 proper	 order	 is	 all	 you	 really	 have	 to	master.
Because	SQL’s	vocabulary	is	simple,	SQL	is	relatively	easy	to	learn	with	a	basic
command	 set	 vocabulary	 of	 less	 than	 100	 words.	 Also,	 as	 SQL	 is	 a
nonprocedural	language,	we	only	have	to	command	what	is	to	be	done	and	not
worry	about	how	it	is	going	to	be	done.

There	 are	 three	 categories	 of	 SQL	 syntax	 term:	 identifiers,	 literals,	 and
keywords.	 An	 identifier	 is	 a	 unique	 identifier	 for	 some	 element	 in	 a	 database
system,	 such	 as	 a	 table,	 or	 a	 field	 name.	 If	 you	 create	 a	 database	 table	 called
Customers,	 then	‘Customers’	 is	 the	 identifier.	A	 literal	would	be	an	actual	data



value	like	‘Edgar’,	‘32’,	‘September	17,	2014’.	A	keyword	is	something	that	has
meaning	 to	 the	database	 system	 itself.	 It	 is	 a	 call	 to	 action	with	each	keyword
following	its	own	rules	on	how	to	perform	the	action.

A	SQL	statement	can	be	as	simple	as:
SELECT	DateofBirth
FROM	Customers

The	 previous	 statement	 uses	 the	 keyword	 SELECT	 to	 select	 data	 from	 the
field	identified	by	the	‘DateofBirth’	name.	The	data	is	retrieved	FROM	the	table
identified	by	the	‘Customers’	name.

As	we	learn	new	keywords	we	will	also	learn	what	the	database	expects	as	a
minimum	and	what	options	can	be	added	to	form	a	more	prolific	statement.

Generally,	SQL	statements	may	be	divided	into	the	following	categories:
Data	Query	Language	 (DQL)	 :	Statements	 that	query	 the	database	but	do

not	 alter	 any	 data	 or	 database	 objects.	 This	 category	 contains	 the	 SELECT
statement.

Data	Manipulation	Language	(DML)	:	Statements	that	modify	data	stored	in
database	objects,	such	as	tables.	This	category	contains	the	INSERT,	UPDATE,
and	DELETE	statements.

Data	 Definition	 Language	 (DDL)	 :	 Statements	 that	 create	 and	 modify
database	objects.	Whereas	DML	and	DQL	work	with	the	data	in	the	database
objects,	 DDL	 works	 with	 the	 database	 objects	 themselves.	 This	 category
includes	the	CREATE,	ALTER	and	DROP	statements.

Data	 Control	 Language	 (DCL)	 :	 Statements	 that	 manage	 privileges	 that
database	users	have	regarding	the	database	objects.	This	category	includes	the
GRANT	and	REVOKE	statements.

The	 next	 chapter	 will	 present	 in	 detail	 how	 to	 use	 SQL	 as	 a	 data	 query
language	where	we	will	 learn	 the	 fundamentals	of	extracting	 information	 from
the	database.	Afterwards,	we	will	focus	on	SQL	as	a	data	manipulation	language



and	learn	how	to	insert,	modify	and	delete.	Finally,	we	will	emphasize	SQL	as	a
data	definition	language	as	we	delve	into	the	core	of	databases	and	manipulate
the	database	structure	itself	by	defining	and	managing	database	objects.



|	1	|	Retrieving	Data	with	SQL

SQL’s	most	powerful	 feature	 is	 its	ability	 to	extract	data.	At	a	basic	 level,	you
can	 extract	 data	 in	 the	 same	 form	 in	 which	 it	 was	 originally	 entered	 into	 the
database	 tables.	Alternatively,	you	can	query	 the	database	 to	obtain	answers	 to
questions	that	are	not	explicitly	stated	in	the	raw	data.	The	key	to	retrieving	data
from	 a	 database	 is	 the	 SELECT	 statement.	 In	 its	 basic	 form	 the	 SELECT
statement	 is	very	simple	and	easy	 to	use.	There	are,	however,	many	additional
options	that	can	make	return	more	customized	results.

The	SELECT	Statement
The	most	frequently	used	SQL	statement	is	the	SELECT	statement.	It	 is	the

workforce	of	the	entire	language.	The	SELECT	statement	retrieves	data	from	the
database	 for	 viewing	 in	 such	 a	 way	 so	 that	 it	 makes	 it	 easy	 to	 browse	 and
analyze	the	data.	Essentially,	the	SELECT	statement	is	used	to	retrieve	specific
column(s)	from	a	database	table(s).

The	 SELECT	 statement	 can	 combine	with	 five	 keyword	 clauses	 to	 specify
and	limit	how	the	data	from	the	table(s)	is	retrieved.	The	syntax	looks	something
like	this:

SELECT	ColumnNames
FROM	TableNames
[WHERE	Condition]
[GROUP	BY	Column]
[HAVING	Condition]
[ORDER	BY	Column][ASC	|	DESC]]

In	 this	 predefined	 syntax	 the	 FROM	 clause	 is	 the	 only	 keyword	 that	 is
mandatory	 to	 combine	 with	 SELECT	 in	 order	 to	 retrieve	 data.	 The	 FROM
statement	 is	 needed	 in	 order	 to	 specify	 to	 the	 database	 what	 tables	 in	 the



database	to	retrieve	the	data	from.
In	 the	 following	 examples	 we	 will	 start	 with	 the	 simplest	 form	 of	 the

SELECT	statement	and	add	keyword	clauses	and	literals	to	restrict	the	retrieval
and/or	presentation	of	the	data.	However,	before	we	continue	we	must	be	aware
of	the	general	format	conventions	for	SQL	statements:

Use	uppercase	for	all	keywords
Most	clauses	appear	on	individual	lines

In	its	simplest	form,	the	SELECT	statement	retrieves	all	the	columns	from	all
the	records	in	a	table	using	just	the	mandatory	FROM	clause.

SELECT	*
FROM	Customers

The	example	above	retrieves	all	the	columns	and	records	from	the	Customers
table	 in	 the	 sample	 database.	 The	 resulting	 table	 might	 look	 something	 like
Figure	2	:





fg.	2	:	Result	from	a	SELECT	*	statement

The	asterisk	 character	 (*)	 is	 used	 as	 an	 argument	 in	 the	SELECT	clause	 to
signify	 that	 all	 the	 columns	 from	 the	 underlying	 table	 must	 be	 retrieved.	We
should	 avoid	 using	 this	 shorthand	 unless	 we	 truly	 need	 all	 the	 columns;
otherwise	we	 are	 asking	 the	 database	 system	 to	 provide	 information	we	 don’t
need,	wasting	processor	power	 and	memory.	This	might	be	 insignificant	when
working	with	a	small	database	but	it	makes	a	huge	difference	when	many	people
are	simultaneously	accessing	a	large	database.

The	FROM	Clause
The	 FROM	 clause	 specifies	 the	 tables	 from	which	 the	 SELECT	 statement

will	retrieve	data.	This	clause	usually	refers	to	one	or	more	tables,	but	it	can	also
include	 other	 queries.	 The	 following	 example	 for	 the	 FROM	 clause	 retrieves
information	from	the	Products	table:

FROM	Products

If	you	need	to	include	information	from	more	than	one	table,	you	separate	the
table	names	with	commas:

FROM	Products,	Categories

If	the	table	name	consists	of	more	than	one	word,	then	it	has	to	be	included	in
brackets	([]):

FROM	Orders,	[Order	Details]

Limiting	Data	by	Specifying	Columns
The	initial	SELECT	statement	presented	in	this	section	used	the	asterisk	(*)

to	retrieve	all	the	data	from	the	Customers	table.	However,	we	will	seldom	want
to	work	with	all	 the	 table	data	at	one	 time.	The	 first	 step	 to	 limiting	data	 is	 to



limit	 the	 retrieved	 columns	 by	 identifying	 only	 the	 columns	 you	 need.	 The
syntax	follows:

SELECT	Column1,	Column2...

FROM	TableNames

When	using	this	syntax,	we	must	specify	at	least	one	column.	If	we	include	a
list	of	columns,	they	have	to	be	separated	with	a	comma	character	just	 like	the
table	names	 in	 the	FROM	clause.	The	 following	statement	 retrieves	only	 three
columns:	CustomerID,	ContactName	and	ContactTitle,	from	the	Customers	table
(Figure	3):

SELECT	CustomerID,	ContactName,	ContactTitle

FROM	Customers

The	 order	 in	 which	 the	 columns	 are	 listed	 in	 the	 SELECT	 statement
determines	the	order	in	which	the	columns	will	be	returned	as	results.	The	order
of	 the	 results	 themselves	 usually	 reflects	 the	 order	 in	 which	 the	 records	 were
entered	into	the	database.





fg.	3	:	SELECT	results	from	the	Customers	table

SQL	Predicates
You	can	use	predicates	in	combination	with	the	SELECT	statement	to	impose

some	 limitations	 on	 the	 number	 of	 retrieved	 records.	By	default,	 the	SELECT
statement	 returns	 all	 records	 because	 SQL	 assumes	 that	 the	 ALL	 predicate	 is
active.	Therefore,	using	the	statement:

SELECT	ALL	ContactName

FROM	Customers

Is	the	same	as	using	the	following	statement:

SELECT	ContactName

FROM	Customers

Returning	DISTINCT	rows
If	you	want	to	know	all	the	unique	values	in	a	record	and	eliminate	duplicate

rows,	you	must	use	the	DISTINCT	predicate	keyword.	The	DISTINCT	keyword
is	added	directly	after	the	SELECT	keyword	to	return	a	list	of	only	unique	data
entries.	For	example:

SELECT	DISTINCT	City
FROM	Customers

Will	 return	 a	 unique	 list	 of	 cities	 from	 the	 Customers	 table,	 omitting	 the
duplicates.	This	 is	 essentially	 an	answer	 to	 the	question:	 “How	many	different
cities	do	Customers	come	from?”





fg.	4	:	DISTINCT	cities	and	countries	for	customers

We	 are	 allowed	 to	 include	 additional	 columns	 in	 SELECT	 DISTINCT
statements.	While	the	additional	columns	will	be	considered,	the	elimination	of
duplicate	 values	 takes	 precedence	 from	 left	 to	 right.	 Therefore,	 additional
columns	will	rarely	have	an	effect	on	the	values	returned	from	the	first	column
and	should	be	used	only	if	additional	data	is	required,	for	example,	if	we	needed
to	know	the	countries	along	with	the	cities	(Figure	4).

SELECT	DISTINCT	City,	Country
FROM	Customers

In	 this	case,	 the	DISTINCT	predicate	discards	records	only	 if	 the	combined
values	create	a	duplicate	record.	Only	if	a	City	with	the	same	name	exists	in	two
countries	 will	 you	 get	 a	 duplicate	 value	 in	 the	 City	 field.	 Consequently,	 no
duplicate	 results	will	 be	 displayed	 if	 the	City	 and	 the	Country	 fields	 are	 both
identical.

TOP
Another	 optional	 predicate	 keyword	 in	 the	 SELECT	 statement	 is	 the	 TOP

keyword.	TOP	returns	the	top	‘n’	rows
or	 top	 ‘n’	 percent	 of	 records,	 based	 on	 the	 SELECT	 clause.	 This	 predicate	 is
useful	when	you	want	to	return	a	subset	of	records	that	meet	all	the	other	criteria.
SQL	processes	the	TOP	predicate	only	after	it	completes	all	other	criteria,	such
as	joins,	predicates,	grouping,	and	sorts.

The	TOP	predicate	uses	the	form:

TOP	n	[PERCENT]	column1	[,column2...]

And	can	be	combined	with	other	predicates	in	the	form:

SELECT	[ALL	|	DISTINCT][TOP	n
[PERCENT]column1[,column2...]]

Use	TOP	predicate	to	return	the	first	5	items	from	the	Products	table	(Figure
5):



SELECT	TOP	5	ProductID,	ProductName,	UnitPrice
FROM	Products





fg.	5	:	TOP	5	products	as	entered	in	the	Products	table

The	query	will	return	only	five	records.	If	instead	you	wanted	to	return	five
percent	of	the	most	expensive	items,	as	opposed	to	just	five	records,	you	could
use	the	following	statement	(Figure	6):

SELECT	TOP	5	PERCENT	ProductID,	ProductName,

UnitPrice	FROM	Products
ORDER	BY	UnitPrice	DESC

The	WHERE	Clause
We	will	seldom	have	to	select	all	of	the	records	in	a	table.	More	often	we	will

need	 to	 filter	 the	 results	 in	 order	 to	 obtain	 only	 the	 information	we	want.	 To
accomplish	this	we	can	use	the	WHERE	clause	keyword	in	combination	with	the
SELECT	 statement.	 Doing	 this,	 will	 set	 one	 or	 more	 conditions	 that	 must	 be
fulfilled	by	a	record	before	SQL	includes	that	record	in	its	results.	The	clause	is
used	in	the	following	syntax	form:

SELECT	data
FROM	datasource
WHERE	condition

The	 following	 statement	 returns	 only	 products	with	 a	 selling	 price	 of	 over
$10.	(Figure	7).

SELECT	ProductName,	UnitPrice
FROM	Products
WHERE	UnitPrice	>	10





fg.	7	:	List	of	products	costing	more	than	$10

fg.	6	:	TOP	5	most	expensive	products	as	entered	in	the	Products	table





When	working	with	percentages,	the	TOP	predicate	always	rounds	up	to	the
next	highest	integer.	Also,	if	the	TOP	predicate	finds	duplicate	records	that	meet
the	SELECT	statements	criteria,	 it	returns	both	records	and	includes	them	both
in	the	count.

Most	TOP	queries	simply	don’t	make	sense	without	the	ORDER	BY	clause,
since	SQL	 returns	what	may	 seem	 like	 a	meaningless	 set	 of	 records	 sorted	by
entry	order.	This	clause	will	be	reviewed	later	on.





Table.	1	:	List	of	conditional	operators

Comparison	Operators
The	 conditions	 we	 use	 to	 filter	 records	 from	 a	 table	 usually	 involve

comparing	the	values	of	an	attribute	to	some	constant	value.	We	can	ask	whether
the	value	of	 an	 attribute	 is	 the	 same,	different,	 less	 than,	 or	 greater	 than	 some
value.	 The	 response	 to	 the	 condition	 (ex.	 UnitPrice=10)	 is	 a	 statement	 or
expression	 that	 is	 either	 true	 or	 false.	 As	 such,	 comparisons	 are	 also	 called
Boolean	expressions.	The	common	comparison	operators	are	presented	in	Table
1.

The	syntax	for	the	TOP	predicate	varies	significantly	across	RDBMS.	The	examples	above	are	valid
only	for	Microsoft	SQL	Server	and	Microsoft	Access.

The	 condition	 argument	 is	 stated	 as	 a	 conditional	 expression	 and	 can	be	 as
simple	as	a	comparison	to	a	given	value	or	a	complex	expression.	Let’s	start	with
a	 simple	 example	 that	 compares	 the	 data	 to	 a	 given	 value.	 The	 following
statement	 returns	 only	 products	 that	 belong	 to	 the	 category	 with	 1	 as	 the	 ID
value,	the	Beverage	category.

Comparisons	 can	be	done	between	numbers	 (numerical),	 text	 (alphabetical)
and	 dates	 (chronological).	 Comparing	 numbers	 is	 straightforward,	 but	 when
comparing	 text	 attributes,	 the	values	have	 to	be	put	 in	 a	 character	 field	within
quotation	marks	(“”).	For	example,	the	following	query	will	return	all	companies
that	are	not	from	Berlin	(Figure	8).

SELECT	CompanyName
FROM	Customers
WHERE	City	<>	“Berlin”

Text	comparison	is	alphabetical,	meaning	that	“A”	comes	before	“Z”,	so	“A”
<	“Z”.	Putting	numbers	 in	a	character	 field	will	 filter	 the	results	alphabetically
“40”	 <	 “5”	 and	 vice	 versa,	 putting	 text	 in	 number	 fields	will	 filter	 the	 results
numerically.	We	have	 to	make	sure	we	are	using	 the	correct	 type,	or	we	might



end	up	with	some	surprising	query	results.
Comparison	 operators	 can	 also	 be	 used	 with	 date/time	 values.	 Instead	 of

using	 quotation	 marks,	 we	 enclose	 the	 date/time	 values	 in	 pound	 signs	 (##).
Table	 2	 gives	 a	 list	 of	 possible	 date	 conditions	 that	 can	 appear	 in	 a	WHERE
clause.	Comparison	 operators	 allow	 for	many	different	 queries	with	which	we
can	compare	a	value	of	an	identifier	with	a	literal	(ex.	Country	=	“Germany”).





fg.	8	:	List	of	companies	not	situated	in	Berlin





Table.	2	:	Using	conditional	operators	with	dates

The	NOT	operator	is	used	to	negate	the	result	of	a	conditional	expression.	In
SQL,	all	expressions	evaluate	to	true	and	false.	If	the	expression	is	true,	the	row
is	selected;	if	it	 is	false,	it	 is	discarded.	Therefore,	the	NOT	operator	is	used	to
find	 the	 rows	 that	do	not	match	 a	 certain	 condition.	 In	 essence,	 including	 the
NOT	operator	will	 cause	 the	query	 to	 return	 the	opposite	 results	of	 a	 standard
query	(Figure	10).	In	the	following	example,	the	query	selects	all	suppliers	that
come	neither	from	France	nor	the	USA:

SELECT	CompanyName,	Country
FROM	Suppliers
WHERE	NOT	Country	=	“France”
AND	NOT	Country	=	“USA”





fg.	9	:	List	of	products	costing	between	$10	and	$100





fg.	10	:	List	of	suppliers	that	exclude	France	and	USA

Logical	Operators
When	more	than	one	condition	needs	to	be	tested	in	a	WHERE	statement,	we

can	use	 the	NOT,	AND,	 and	OR	 logical	operators	 to	 link	 the	 conditions.	The
meaning	 of	 these	 operators	 is	 synonymous	 with	 their	 meaning	 in	 the	 English
language;	the	NOT	operator	means	that	the	condition(s)	must	be	false,	the	AND
operator	means	 that	 all	 listed	 conditions	 need	 to	 be	 true,	 and	 the	OR	operator
indicates	 that	 only	 one	 of	 the	 conditions	 needs	 to	 be	 true.	 Adding	 criteria
complicates	the	WHERE	clause	but	gives	us	more	control	over	the	results.

When	 comparing	 text,	 some	 implementations	 of	 SQL	 are	 case-sensitive	 while	 others	 are	 not.	 For
situations	 in	 which	 the	 SQL	 implementation	 is	 case-sensitive	 and	 you	 need	 to	 retrieve	 data	 by
disregarding	the	case	of	the	letters,	use	the	function	UPPER	to	turn	the	value	of	each	text	attribute
into	uppercase	before	the	comparison	takes	place	(ex.	WHERE	UPPER	(Country)	=	“GERMANY”).

As	 an	 example,	 the	 following	 query	will	 return	 all	 products	 that	 cost	more
than	$10	but	less	than	$100.(Figure	9).

SELECT	ProductName,	UnitPrice
FROM	Products
WHERE	UnitPrice	>=10
AND	UnitPrice	<=100

The	WHERE	 clause	 is	 flexible.	We	 can	 refer	 to	 columns	 that	 aren’t	 in	 the
SELECT	clause-as	 long,	as	 those	columns	are	present	 in	 the	 referenced	 tables.
For	example,	let’s	suppose	that	we	want	to	see	a	list	of	suppliers	that	are	either
from	Brazil	or	are	situated	in	Tokyo	(Figure	11).	The	following	statement	uses
an	 OR	 operator	 to	 include	 both	 conditions	 in	 one	 WHERE	 clause	 without
including	the	condition	columns	in	the	results.

SELECT	CompanyName
FROM	Suppliers
WHERE	Country	=	“Brazil”	OR	City	=	“Tokyo”





fg.	11	:	List	of	suppliers	coming	from	the	country	of	Brazil	or	the	city	of	Tokyo

The	case-sensitivity	of	some	SQL	implementations	are	also	present	when	using	the	LIKE	operator	(ex.
LIKE	M%	would	be	different	from	LIKE	m%).

Dealing	With	Ranges	&	Wildcards
The	BETWEEN	operator	allows	us	to	specify	a	range	between	one	value	and

another.	 In	a	previous	example,	 to	check	for	a	value	within	a	certain	 range	we
used	 the	 “greater	 than	 or	 equal	 to”	 (>=)	 and	 the	 “less	 than	 or	 equal	 to”	 (<=)
operators.	The	BETWEEN	operator	functions	in	exactly	the	same	way	with	the
end	points	of	the	range	included	in	the	condition.	So	instead	of	writing:

WHERE	UnitPrice	>=5
AND	<=100

You	can	write:

WHERE	UnitPrice
BETWEEN	5	AND	100

Microsoft	Access	uses	the	asterisk	(*)	instead	of	percentage	(%)	and	the	question	mark	(?)	instead	of
the	underscore	(_).

The	BETWEEN	operator	 can	be	used	 in	 conjunction	with	other	data	 types,
such	as	text	and	dates.

When	 searching	 for	partial	 values,	SQL	provides	 the	LIKE	operator,	which
compares	field	values	to	a	specified	pattern.	While	creating	the	pattern	you	can
use	 wildcard	 characters	 to	 replace	 unknown	 characters.	 A	 wildcard	 character
doesn’t	match	a	specific	character,	but	instead	matches	any	one	or	any	of	more
characters.	 The	 underscore	 (_)	 replaces	 one	 unknown	 value,	 while	 the
percentage	symbol	(%)	replaces	any	number	of	unknown	values.

The	following	example	lists	all	products	for	which	the	price	has	1	as	the	first
digit	and	any	other	number	as	a	second	digit	(Figure	12).

SELECT	ProductName,	UnitPrice
FROM	Products



WHERE	UnitPrice	LIKE	“1?”





fg.	12	:	List	of	products	costing	10	and	something	dollars

The	following	example	(Figure.	13)	displays	all	companies	that	come	from	a
country	beginning	with	the	letter	F.

SELECT	CompanyName
FROM	Customers





fg.	13	:	List	of	companies	in	countries	beginning	with	the	letter	F

WHERE	Country	LIKE	“F*”

Operator	Precedence
When	there	 is	more	 than	one	operator	 in	a	condition,	 there	are	certain	rules

that	 determine	 the	 order	 in	 which	 operators	 are	 evaluated.	 A	 hierarchy	 of
operators	 will	 determine	 which	 operator	 is	 evaluated	 first	 when	 the	 condition
contains	 multiple	 operators.	 The	 highest	 precedence	 is	 given	 to	 brackets	 ([]),
followed	 by	 the	 NOT	 operator,	 the	 AND	 operator	 and	 all	 of	 the	 following
operators	with	 the	 same	 precedence:	ALL,	ANY,	BETWEEN,	 IN,	 LIKE,	OR,
and	SOME.

Additionally:
If	the	operators	have	different	precedence,	then	the	highest	ones	are	evaluated

first,	then	the	next	highest,	and	so	on.
If	all	the	operators	have	equal	precedence,	then	the	conditions	are	interpreted

from	left	to	right.
Technically,	 the	 best	way	 to	 ensure	 operator	 precedence	 is	 to	 use	 brackets.

They	 can	 make	 the	 SQL	 easier	 to	 read	 because	 by	 making	 it	 clear	 which
conditions	 are	 evaluated	 first,	 which	 is	 quite	 helpful	 when	 the	 conditions	 are
complex.

The	ORDER	BY	Clause
Up	 to	 this	point	query	 results	have	come	 in	 the	order	 the	database	decides,

usually	based	on	the	order	in	which	the	data	was	entered	(except	for	the	example
used	in	the	TOP	keyword	description.)	Listing	query	results	in	a	specific	order	is
a	frequent	requirement,	which	in	SQL	is	specified	with	the	ORDER	BY	clause
keyword.	 The	 ORDER	 BY	 clause	 goes	 at	 the	 very	 end	 of	 the	 SELECT
statement,	 after	 the	 WHERE	 clause,	 and	 defines	 the	 column(s)	 that	 will
determine	either	the	ascending	or	the	descending	order	of	the	results.

The	 following	 example	 (Figure	 14)	 sorts	 customers	 by	 the	 name	 of	 the



company.	 SQL	will	 perform	 an	 alphabetic	 sort,	 since	CompanyName	 is	 a	 text
column.

SELECT	CompanyName,	ContactName,	ContactTitle,	City
FROM	Customers





fg.	14	:	Alphabetical	list	of	companies

ORDER	BY	CompanyName

ORDER	BY	will	 sort	 the	 records	 into	 ascending	order	by	default,	which	 is
evident	from	the	results	of	 the	preceding	SQL	sort	from	A	to	Z.	If	you	require
descending	order,	you	must	add	DESC	after	the	list	of	columns	in	the	ORDER
BY	clause.	For	example,	the	following	statement	sorts	the	results	of	the	query	in
a	descending	order	by	CompanyName.

SELECT	CompanyName,	ContactName,	ContactTitle,	City
FROM	Customers
ORDER	BY	CompanyName	DESC





fg.	15	:	Alphabetical	list	of	companies	presented	in	a	descending	order

Because	ascending	order	is	the	default	for	ORDER	BY,	specifying	ascending
order	is	not	necessary	in	the	SQL	query.	Additionally,	the	column	used	to	order
the	 results	 doesn’t	 have	 to	 form	 part	 of	 the	 results.	 Furthermore,	 we	 can	 use
more	than	one	column	to	sort	results	by	simply	listing	each	column	by	which	to
sort	 the	results	and	separating	each	column	with	a	comma.	The	order	 in	which
the	 columns	 are	defined	 in	 the	SELECT	statement	will	 determine	 the	order	of
priority	in	sorting.	For	example,	the	following	statement	sorts	the	results	of	the
query	 in	 a	 descending	 order	 by	 ContactTitle	 and	 then	 each	 group	 of	 records
containing	the	same	ContactTitle	is	further	sorted	by	city	in	an	ascending	order.
(Figure	16).

SELECT	CompanyName,	ContactName,	ContactTitle,	City
FROM	Customers
ORDER	BY	ContactTitle	DESC,	City

fg.	16	:	List	of	companies	ordered	by	multiple	columns





Using	Aliases	with	the	AS	Clause
When	retrieving	columns	from	the	database	tables,	you	are	not	limited	to	just

using	 column	 names.	 If	 necessary	 you	 can	 give	 column	 names	 aliases	 in	 the
results	 where	 the	 aliases	would	 simply	 be	 secondary	 names	 for	 collections	 of
data.	For	example,	 if	you	want	your	 results	 to	display	an	alias	called	Surname
instead	 of	 the	 predefined	 field	 name	 LastName,	 you	 can	 write	 the	 following
query.

SELECT	LastName	AS	Surname
FROM	Employees

Using	 an	 alias	 doesn’t	 change	 the	 results	 returned	 in	 any	way,	 nor	 does	 it
rename	 the	 LastName	 column	 from	 the	 Customers	 table.	 By	 combining	 the
SELECT	statement	with	an	AS	clause,	you	essentially	create	a	temporary	name
for	 a	 column	 or	 a	 group	 of	 columns.	 This	 clause	 is	 optional,	 and	 when	 it	 is
omitted,	SQL	uses	the	default	column’s	name.

With	aliases	you	can	also	combine	 the	data	from	two	or	more	columns	 into
one	 column,	with	 the	 resulting	 column	bearing	 the	 alias	 name.	The	 joining	 of
columns	is	also	known	as	concatenation,	which	as	an	approach	varies	depending
on	 the	 RDBMS.	 In	 Microsoft	 SQL	 Server	 and	 MS	 Access	 you	 use	 the
concatenation	operator,	which	is	the	plus	(+)	sign.

The	 following	 query	 (Figure	 17)	 will	 join	 the	 FirstName	 and	 LastName
columns	into	a	new	alias	column	called	FullName.

SELECT	FirstName	+	LastName	AS	FullName
FROM	Employees





fg.	17	:	Example	of	concatenating	columns	in	a	single	alias	column





fg.	18	:	Example	of	concatenating	columns	in	a	single	alias	column	with	space.

Obviously,	 the	 results	 are	 slightly	 lacking	 as	 our	 intent	was	 not	 to	 glue	 the
two	columns	 together,	but	 to	have	 them	as	 two	separate	words	placed	 into	one
column.	 (Figure	18)	 Hence,	we	 need	 to	 include	 the	 empty	 space	 between	 the
concatenated	columns	 in	 the	SQL	query	 itself.	Hence,	our	statement	should	be
structured	as	follows:

SELECT	FirstName	+	"	"	+	LastName	AS	FullName
FROM	Employees

Selecting	Records	from	Multiple	Tables
Until	this	point	the	SQL	queries	we	used	were	extracting	data	from	only	one

database	 table.	This	 is	quite	 limiting,	 as	answers	usually	 require	 the	 joining	of
data	from	more	than	one	table.	To	understand	why	joins	are	useful,	let’s	suppose
that	we	want	a	list	of	products	from	the	“Beverages”	category	(Figure	19).	If	we
just	use	the	following	statement:

SELECT	Products.ProductName,	Categories.CategoryName
FROM	Categories,	Products





fg.	19	:	Retrieving	products	results	from	2	tables

The	SQL	query	will	return	all	the	possible	combinations	of	records	from	the
Categories	and	Products	tables,	which	is	obviously	not	the	required	result.	If	we
take	a	closer	look	at	the	Products	table	we	will	see	that	there	is	only	a	numerical
value	for	CategoryID,	while	the	name	corresponding	to	that	numerical	value	has
to	 be	 looked	 up	 in	 the	 Categories	 table.	 However,	 in	 SQL	 the	 tables	 are
combined	using	the	join	operation.	If	SQL	didn’t	support	joins,	we	would	have
to	 first	determine	 that	 the	CategoryID	value	 for	“Beverages”	 is	1	and	 then	use
this	information	in	the	WHERE	clause.

Since	the	query	retrieves	data	from	multiple	tables,	the	field	name	in	the	SELECT	statement	must	be
preceded	with	the	table	name.	Otherwise,	there	would	be	no	way	of	distinguishing	between	two	fields
from	different	tables	if	those	filed	share	the	same	name.

In	the	example	above,	since	it	was	not	explicitly	stated,	the	join	operation	was
performed	on	all	fields,	because	there	were	no	guidelines	as	to	how	to	combine
the	two	tables.	As	the	link	has	been	identified,	we	will	use	what	is	known	as	an
inner	join	to	combine	the	two	tables.	The	inner	join	will	allow	us	to	specify	the
columns	and	the	originating	tables	that	form	the	join	and	under	what	conditions.
For	example,	we	can	specify	a	condition	that	says	the	CategoryID	field	from	the
Categories	 table	 is	 equivalent	 to	 the	CategoryID	 field	 from	 the	Products	 table.
Only	records	with	a	matching	CategoryID	in	both	tables	will	be	included	in	the
final	results.

The	syntax	for	inner	join	follows	the	following	structure:

Table1	INNER	JOIN	table2	ON	column_from_table1	=
column_from_table2

Only	Microsoft	Access	requires	the	INNER	keyword	when	performing	a	join.	For	other	RDBM’s	the
INNER	keyword	is	omitted	and	only	the	JOIN…	ON	syntax	is	used.

The	SELECT	statement	expectantly	begins	with	a	list	of	the	columns	required
to	form	the	results.	The	FROM	line	doesn’t	just	list	the	tables	used	in	the	query,
but	 this	 time	 the	 INNER	 JOIN	keyword	 is	 used	 to	 specify	 that	 the	 two	 tables



should	be	joined.	The	ON	keyword	that	follows	specifies	what	joins	the	tables,
which	 in	 this	 case	 is	 the	 CategoryID	 field	 from	 both	 tables	 (Figure	 20).
Applying	the	syntax	to	our	situation	yields	the	following	code:

SELECT	Products.ProductName,	Categories.
CategoryName
FROM	Categories	INNER	JOIN	Products	ON	Categories.
CategoryID=Products.CategoryID
WHERE	Categories.CategoryName	=	“Beverages”





fg.	20	:	Retrieving	products	results	from	inner	joined	tables

Using	INNER	JOIN	or	JOIN	to	create	an	inner	join	between	tables	is	not	the
only	way	to	join	tables.	An	alternative	way	to	define	a	relationship	between	the
tables	by	connecting	the	contents	of	two	fields	is	simply	to	specify	the	link	in	the
WHERE	clause.	This	would	restructure	the	previous	SQL	statement	as	follows:

SELECT	Products.ProductName,	Categories.
CategoryName
FROM	Categories,	Products
WHERE	Categories.CategoryID=Products.CategoryID
AND	Categories.CategoryName	=	“Beverages”

In	this	case	the	WHERE	clause	specifies	that	Categories.	CategoryID	should
equal	Products.	CategoryID,	which	creates	 the	 join.	Technically,	 this	yields	 the
same	 results	 as	 INNER	 JOIN.	 However,	 it	 is	 considered	 that	 INNER	 JOIN
makes	an	explicit	statement	as	to	which	tables	are	joined	making	the	SQL	easier
to	 read	 and	 understand.	 When	 using	 joins	 we	 are	 not	 limited	 to	 joining	 two
tables.	 It	 is	possible	 to	 join	as	many	tables	as	 the	desired	 information	requires.
For	example,	let’s	suppose	we	want	a	list	of	suppliers	of	beverage	products	with
each	product	listed	along	with	the	product	price.	When	we	want	to	design	more
complex	queries,	we	first	have	to	work	out	what	information	is	required	and	how
it	 is	 connected	 across	 tables.	 If	 we	 look	 at	 the	 database	 tables	 it	 is	 easy	 to
identify	 that	 we	 will	 need	 four	 data	 items:	 CompanyName,	 ProductName,
UnitPrice,	CategoryName	 from	 three	different	 tables:	Products,	Categories	and
Suppliers.	 We	 can	 also	 identify	 that	 the	 Categories	 and	 Products	 tables	 are
connected	by	 the	CategoryID	field	while	 the	Suppliers	and	Products	 tables	are
connected	 by	 the	 SupplierID	 field	 (Figure	 21).	 With	 this	 we	 have	 enough
information	to	construct	the	SQL	statement	as	follows.

SELECT	Products.ProductName,	Categories.
CategoryName,	Products.UnitPrice,	Suppliers.
CompanyName
FROM	Categories	INNER	JOIN	Products	ON	Categories.



CategoryID=Products.CategoryID	INNER	JOIN
Suppliers	ON	Products.SupplierID=Suppliers.
SupplierID
WHERE	Categories.CategoryName	=	“Beverages”





fg.	21	:	Retrieving	products	results	from	multiple	inner	joined	tables

Including	Excluded	Data	with	OUTER
JOIN

In	some	occasions,	situations	arise	in	which	the	INNER	JOIN	examples	from
the	 previous	 section	 would	 discard	 potentially	 useful	 data.	 For	 instance,	 if	 a
product	has	no	category	assigned	to	it,	then	it	would	never	be	returned	as	a	valid
result	 since	 the	 condition	 Category.CategoryID=Products.CategoryID	 is	 not
fulfilled.	This	kind	of	 loss	 is	not	always	desirable,	so	 there	 is	a	special	 type	of
join	called	an	outer	 join	 to	deal	with	 these	 situations.	Before	we	explain	outer
joins,	let’s	give	them	a	different	perspective	in	order	to	understand	joins	better.

With	trickier	queries,	especially	those	involving	more	than	one	table,	thinking
in	terms	of	sets	of	records	can	be	helpful.	Let’s	view	each	table	in	the	database
as	a	set	of	records.	When	we	run	a	SQL	query,	the	results	can	also	be	viewed	as	a
set	of	records.	Hence,	the	following	two	queries	will	result	into	two	different	sets
of	records	that	contain	all	records	from	their	respective	tables.	(Figure	22	&	23).

SELECT	Products.ProductName,	UnitPrice
FROM	Products
SELECT	Categories.CategoryName
FROM	Categories





fg.	22	:	Presenting	table	data	as	sets

When	we	 join	 these	 sets	 of	 records	with	 an	 INNER	 JOIN	 (Figure	23),	 we
essentially	include	only	those	records	in	which	there	is	an	overlap	as	defined	by
the	ON	clause.





fg.	23	:	Overlapping	sets	with	INNER	JOIN

An	 inner	 join	 requires	 that	both	sets	of	 records	 involved	 in	 the	 join	 include
matching	records.	If	we	want	to	include	records	from	either	side	of	the	sets	that
are	not	overlapping,	we	need	to	use	an	outer	join.	An	outer	join	doesn’t	require	a
match	 on	 both	 sides,	 as	we	 can	 specify	which	 table	will	 always	 return	 results
regardless	 of	 the	 conditions	 in	 the	 ON	 clause.	 There	 are	 three	 types	 of	 outer
joins:	left	outer	join,	right	outer	join,	and	full	outer	join.	The	syntax	is	identical
to	that	for	inner	joins;	the	only	change	is	the	OUTER	JOIN	keyword.

In	 a	 left	 outer	 join,	 all	 the	 records	 from	 the	 table	 named	 on	 the	 left	 of	 the
OUTER	JOIN	statement	are	returned,	regardless	of	whether	there	is	a	matching
record	 in	 the	 table	 on	 the	 right	 of	 the	 OUTER	 JOIN	 statement.	 For	 example
(Figure	24),	the	following	query:

SELECT	Products.ProductName,	Categories.
CategoryName
FROM	Categories	LEFT	OUTER	JOIN	Products
ON	Categories.CategoryID=Products.CategoryID





fg.	24	:	Product	results	from	a	LEFT	OUTER	JOIN	example

Will	also	return	categories	for	which	no	products	are	defined.	Conversely,	in
a	 right	 outer	 join,	 all	 the	 records	 from	 the	 table	 named	 on	 the	 right	 of	 the
OUTER	JOIN	statement	are	returned,	regardless	of	whether	there	is	a	matching
record	 in	 the	 table	on	 the	 left	of	 the	OUTER	JOIN	statement	 (Figure	25).	 For
example,	the	following	query:

SELECT	Products.ProductName,	Categories.
CategoryName
FROM	Categories	RIGHT	OUTER	JOIN	Products
ON	Categories.CategoryID=Products.CategoryID

Will	also	return	products	that	don’t	have	a	category	assigned	to	them.	The	full
outer	join	is	essentially	a	combination	of	left	and	right	outer	joins.	Records	from
both	 the	 table	on	 the	 left	 and	 right	 are	 included	even	 if	 there	 are	no	matching
records.	Many	database	systems	don’t	support	this	join,	and	neither	MS	Access
nor	MySQL	offer	any	alternatives.





fg.	25	:	Products	results	from	a	RIGHT	OUTER	JOIN	example

NULL	Values
What	values	are	contained	in	fields	in	which	no	value	is	specified?	Logically,

database	fields	with	no	values	are	empty	fields,	but	SQL	doesn’t	allow	for	data
to	 hold	 no	 value.	 As	 a	 matter	 of	 fact,	 fields	 with	 no	 specified	 value	 are
considered	NULL.	NULL	is	not	the	same	as	nothing;	it	represents	the	unknown.
When	we	 don’t	 enter	 data	 into	 a	 database	 cell,	 SQL	 considers	 that	 there	 is	 a
value	that	one	day	might	be	known	and	stored	in	this	field,	but	at	this	moment
that	value	is	unknown.	That	is	where	NULL	comes	into	the	picture.

Why	 should	we	 care	 about	 all	 this?	Well,	 unknown	values,	 or	NULLs,	 can
lead	to	unexpected	and	overlooked	results.	For	example,	you	might	consider	that
the	following	SQL	would	return	all	the	records	from	the	Employees	table:

SELECT	FirstName,	LastName,	BirthDate
FROM	Employees
WHERE	BirthDate	>=	#1800-01-01#

However,	if	there	is	an	employee	for	whom	the	BirthDate	field	was	omitted
during	data	 entry,	 the	name	of	 that	 employee	will	 not	 appear	 in	 the	 results.	 In
order	 to	 check	 for	NULL	values,	we	must	 use	 the	 IS	NULL	operator	 (Figure
26).

SELECT	FirstName,	LastName,	BirthDate
FROM	Employees
WHERE	BirthDate	>=	#1800-01-01#	OR	BirthDate
IS	NULL





fg.	26	:	Querying	null	data

Generally,	 it	 is	 better	 to	 avoid	 the	 NULL	 value	 whenever	 possible	 and,	 if
possible,	assign	a	default	value	to	the	field	during	data	entry.





Table	3	:	SQL	built-in	functions

COUNT
The	COUNT	function	is	used	to	count	the	number	of	records	that	are	returned

as	a	result	of	a	query.	It	is	used	in	the	SELECT	statement	along	with	the	column
name	for	which	the	counting	is	to	take	place.	The	value	returned	in	the	results	set
is	 the	 number	 of	 non-empty	 values	 in	 that	 column.	Alternatively,	 instead	 of	 a
column	name	you	 can	 insert	 an	 asterisk	 (*),	 in	which	 case	 all	 columns	 for	 all
records	in	the	results	will	be	counted.

For	example,	(Figure	27),	if	we	want	to	count	the	number	of	Products	in	our
database,	we	use	the	following	query:

SELECT	COUNT(*)
FROM	Products

Or

SELECT	COUNT(ProductID)
FROM	Products



|	2	|	Built-In	Functions	&
Calculations

The	SQL	queries	we	have	used	so	far	return	results	as	a	set	of	individual	records.
If	 instead	we	want	 to	summarize	 the	records’	data	 (ex.	 find	 the	average	price),
we	 need	 to	 provide	 an	 aggregation	 of	 results.	 SQL	 has	 many	 aggregate
functions	 for	manipulating	 numbers	 and	 text,	 both	 basic	 and	 advanced,	 and	 it
allows	for	calculations	of	values	based	on	table	data	(Table	3).	SQL	includes	five
built-in	functions:





fg.	27	:	Counting	products





fg.	28	:	Counting	more	than	one	column

In	the	COUNT	function	the	actual	column	name	is	not	as	important	as	long	as
it	 is	 a	 field	 that	 can	 be	 counted	 towards	 the	 requested	 result.	 Usually,	 the
smartest	 approach	 is	 to	 count	 the	 ID	 fields	 in	 a	 table,	 as	 these	 fields	 are	 least
likely	to	be	empty.

It	 is	 possible	 to	 include	more	 than	 one	 function	 in	 the	 SELECT	 statement
(Figure	28).	For	 example,	 the	 following	 statement	 returns	 the	number	of	non-
empty	CompanyName	fields	and	non-empty	Fax	fields.

SELECT	COUNT	(CompanyName),	COUNT	(Fax)
FROM	Customers

However,	combining	a	function	with	a	regular	column	will	result	in	an	error
(ex.	SELECT	Phone,	COUNT(CompanyName).	In	these	cases	the	identifier	will
return	more	 than	one	row	of	results,	whereas	COUNT	always	returns	only	one
row.

In	the	above	COUNT	example,	(Figure	28),	it	is	noticeable	that	the	retrieved
result	 is	 placed	 inside	 a	 column	 with	 a	 system-generated	 name.	 To	 define	 a
column	name	we	can	use	alias	names	with	the	AS	clause	(Figure	29).

SELECT	COUNT(ProductID)AS	NumberOfProducts
FROM	Products





fg.	29	:	Counting	with	alias	column	names

SUM
The	SUM	function	adds	up	all	the	values	for	the	expression	passed	to	it	as	an

argument.	The	expression	itself	can	be	a	column	name	or	a	calculation	and	can
only	be	performed	with	numerical	 fields.	As	 an	 example	 let’s	 use	 a	numerical
column	to	calculate	the	total	items	we	have	in	stock.

SELECT	SUM(UnitsInStock)
FROM	Products

Another	more	logical	example	would	be	to	calculate	the	total	income	from	all
items	 sold	 (Figure	30).	 For	 this	 query	we	 need	 to	 use	 the	Order	Details	 table
from	which	we	will	calculate	the	sum	of	UnitPrice*Quantity*Discount.

SELECT	SUM(UnitPrice	*	Quantity	*	Discount)
FROM	[Order	Details]





fg.	30	:	Summing	data	from	multiple	column	expressions

Just	 like	 with	 the	 COUNT	 example,	 the	 retrieved	 result	 is	 placed	 inside	 a
system-generated	column.	To	define	a	column	name	we	can	define	an	alias	with
the	AS	keyword.

SELECT	SUM(UnitPrice	*	Quantity	*	Discount)
AS	TotalIncome
FROM	[Order	Details]

Other	Functions
The	AVG	function	takes	the	total	sum	of	values	in	the	expression	and	divides

that	 value	 by	 the	 number	 of	 rows.	 The	 expression,	 whether	 it	 is	 a	 specific
column	or	 a	 calculation,	must	 have	 a	 numeric	 value	 in	 order	 to	 return	 a	 valid
result.	For	example,	let’s	say	that	we	want	to	check	the	average	product	price	in
our	store	database:

SELECT	AVG	(UnitPrice)
FROM	Products

Of	course,	as	with	other	functions	and	queries,	we	can	use	alias	columns	and
aggregate	data	from	multiple	tables	(Figure	31).	The	following	query	calculates
the	average	price	of	beverage	products.

SELECT	AVG	(UnitPrice)	AS	AverageBeveragePrice
FROM	Products	INNER	JOIN	Categories
ON	Products.CategoryID=Categories.CategoryID
WHERE	CategoryName	=	“Beverages”





fg.	31	:	Average	price	for	beverages

The	MAX	and	MIN	 functions	 return	 the	highest	 and	 the	 lowest	values	 that
can	be	found	in	the	resulting	record	set.	These	functions	can	be	used	with	non-
numeric	data	 types,	unlike	 the	SUM	and	AVG	functions.	For	example,	we	can
use	MAX	and	MIN	to	 find	 the	youngest	and	oldest	employees	by	determining
the	earliest	and	latest	dates	of	birth.	(Figure	32).

SELECT	MAX(BirthDate),	MIN(BirthDate)
FROM	Employees





fg.	32	:	Oldest	and	youngest	employees

Additionally,	 we	 can	 also	 calculate	 the	 largest	 and	 smallest	 value	 in	 a
character	field.	This	means	that	MAX	will	return	the	alphabetically	largest	value,
as	 close	 to	 the	 letter	 Z	 as	 possible,	 while	 MIN	 will	 return	 the	 alphabetically
lowest	value	closest	to	the	letter	A.

SELECT	MAX(LastName),	MIN(LastName)
FROM	Employees

Grouping	Data	with	the	GROUP	BY
Clause

Now	that	we	have	started	summarizing	the	data,	we	can	start	using	groups	in
order	to	provide	more	detailed	and	refined	data	aggregation.	With	grouping	we
can	 find	 out	 more	 information	 about	 a	 particular	 record	 in	 accordance	 with
specific	parameters.

The	GROUP	BY	 clause	 defines	 groups	 that	 you	might	want	 to	 evaluate	 in
some	calculation	as	a	whole.	Used	in	conjunction	with	the	SELECT	statement,
the	GROUP	BY	clause	allows	us	to	group	identical	data	into	one	subset	instead
of	 listing	 each	 individual	 record.	 From	 a	 syntax	 perspective,	 the	 GROUP	BY
clause	 always	 goes	 after	 any	 FROM	 or	 WHERE	 clauses	 in	 the	 SELECT
statement,	with	all	 the	columns	we	want	 to	be	grouped	included	in	 the	column
list.

Let’s	 say	 that	we	want	 to	 find	 out	 the	 countries	 from	which	 our	 customers
come.	Using	the	GROUP	BY	clause,	we	would	write	the	following	query:

SELECT	Country
FROM	Customers
GROUP	BY	Country

As	the	answer	doesn’t	require	a	list	of	every	member	and	the	state	in	which
each	member	lives,	with	the	GROUP	BY	clause	we	simply	ask	SQL	to	treat	the
customers	who	come	from	the	same	state	as	one	data	instance.



If	we	want	to	include	more	than	one	column	in	the	GROUP	BY	clause,	then
we	 separate	 the	 columns	with	 commas,	 the	 same	way	we	 separate	 columns	 in
other	clauses.	Following	on	the	previous	example,	if	we	also	want	to	know	the
cities	in	which	our	customers	live,	we	will	use	the	following	query:

SELECT	City,	Country
FROM	Customers
GROUP	BY	City,	Country





fg.	33	:	Results	for	cities	from	the	GROUP	BY	example	query





fg.	34	:	Counting	customers	per	country	with	a	GROUP	BY	clause

Notice	 that	Figure	 33	&	Figure	 34	 include	 the	 same	 columns	 both	 in	 the
SELECT	statement	and	 the	GROUP	BY	clause.	Most	RDBMSs	will	not	allow
the	columns	to	be	different,	because	if	we	don’t	specify	a	group	for	a	column	in
the	SELECT	statement,	then	there	is	no	way	of	deciding	which	value	to	include
for	 a	 particular	 group.	 The	 results	 can	 include	 only	 one	 identical	 record	 per
group,	 and	 each	 row	 represents	 the	 results	 from	 a	 group	 of	 records,	 not	 the
individual	records	themselves.	Including	an	ungrouped	column	will	create	more
than	one	row	for	each	group,	which	isn’t	allowed.	The	GROUP	BY	clause	is	at
its	 most	 powerful	 when	 combined	 with	 SQL’s	 summarizing	 and	 aggregating
functions.	 As	 the	 GROUP	 BY	 clause	 doesn’t	 actually	 summarize	 data,	 any
calculations	for	summarizing	that	data	must	be	provided	in	the	form	of	built-in
functions.

If	we	 build	 on	 the	 previous	 example,	 and	 instead	 of	 a	 list	 of	 countries	we
want	 to	 know	 how	 many	 customers	 come	 from	 each	 country	 based	 on	 the
information	from	the	Customers	table,	we	can	use	the	following	query:

SELECT	Country,
COUNT(CustomerID)
FROM	Customers
GROUP	BY	Country

Going	 back	 to	 our	 first	 COUNT	 example,	 we	 counted	 the	 total	 number	 of
items	in	the	Products	table.	With	the	GROUP	BY	clause	we	can	now	identify	the
number	of	products	per	category.	As	we	will	be	retrieving	data	from	more	than
one	table,	we	will	also	use	a	join	as	well	as	an	alias	for	the	results	of	the	COUNT
function.

SELECT	Categories.
CategoryName,
COUNT	(Products.ProductID)
AS	NumberOfProducts



FROM	Categories
INNER	JOIN	Products
ON	Categories.CategoryID=
Products.CategoryID
GROUP	BY	Categories.
CategoryName

In	this	example	(Figure	35)	the	GROUP	BY	clause	actually	gives	instructions	as
to	how	to	group	the	COUNT	function,	which	in	a	previous	example	returned	a
single	value.	We	can	use	the	GROUP	BY	clause	with	any	other	built-in	function.





fg.	35	:	Counting	products	by	categories	with	alias	columns

For	example,	the	following	query	will	retrieve	the	average	product	price	for
each	category	of	products:

SELECT	Categories.CategoryName,
AVG	(Products.UnitPrice)	AS	AveragePrice
FROM	Categories	INNER	JOIN	Products
ON	Categories.CategoryID=Products.ProductID
GROUP	BY	Categories.CategoryName

Limiting	Group	Results	with	HAVING
It	 is	 possible	 to	 further	 limit	 the	 results	 of	 a	 grouped	 query.	 The	HAVING

clause	 enables	 us	 to	 specify	 conditions	 that	 will	 filter	 the	 group	 results	 that
appear	in	the	final	record	set.	By	essentially	eliminating	records	from	the	group,
the	HAVING	clause	resembles	the	behavior	of	the	WHERE	clause,	which	in	turn
limits	 the	 results	 of	 the	 SELECT	 statement.	 The	 HAVING	 clause	 is	 applied
immediately	after	 the	GROUP	BY	statement	and	usually	includes	an	aggregate
function.	This	 is	 especially	useful	when	we	 filter	 data	based	on	 a	 summarized
evaluation	for	each	group.	For	example	(Figure	36),	the	following	query	creates
a	list	of	countries	from	which	we	have	more	than	5	customers:

SELECT	Country
FROM	Customers
GROUP	BY	Country
HAVING	COUNT(CustomerID)	>=	5





fg.	36	:	Limiting	group	results	with	the	HAVING	clause

The	HAVING	clause	applies	on	a	per-group	basis,	filtering	out	those	groups
that	don’t	match	the	condition.	In	comparison,	the	WHERE	clause	applies	on	a
per-record	 basis,	 filtering	 out	 records.	 Therefore,	 while	 the	 WHERE	 clause
restricts	 the	record	set	with	which	the	GROUP	BY	clause	works,	 the	HAVING
clause	affects	only	 the	display	of	 the	final	 results.	The	HAVING	condition	can
have	more	than	one	expression	combined	with	any	logical	operators.



|	3	|	Entering	&	Modifying	Data

Now	that	we	have	examined	how	to	extract	 information	from	the	database,	 the
next	 step	 is	 to	 learn	 how	 to	 enter	 new	 data	 as	 well	 as	 modify	 existing
information	 via	 SQL.	 Most	 RDBMSs	 provide	 tools	 that	 allow	 us	 to	 view
database	 tables	 as	well	 as	 add,	modify	and	delete	 the	data	within	 those	 tables.
While	 these	 tools	 are	 convenient	 when	we	work	 with	 small	 amounts	 of	 data,
entering	 large	 amounts	 of	 data	 requires	 a	 different	 approach.	 Therefore,	 SQL
offers	 three	statements,	INSERT	INTO,	UPDATE	and	DELETE,	which	will	be
the	focus	of	 this	 final	section.	As	each	statement	name	suggests,	 they	are	used
for	inserting,	updating	and	deleting	database	data.

INSERT	Information	INTO	the	Database
The	INSERT	INTO	statement	provides	us	with	an	easy	way	to	insert	new	data

into	an	existing	database.	In	the	statement	we	first	need	to	specify	the	table	into
which	we	want	to	insert	data,	followed	by	the	columns	into	which	data	is	to	be
inserted,	and	 finally	 the	actual	data	 that	needs	 to	be	 inserted.	The	basic	syntax
for	this	statement	is	as	follows:

INSERT	INTO	tableName	(columnName1,
columnName2...)
VALUES	(dataValue1,	dataValue2,...)

The	column	names	are	separated	by	commas	and	placed	in	brackets	after	the
table	name.	After	this	expression	comes	the	VALUES	statement	and	a	comma-
separated	 list	of	each	data	 item	 that	will	be	placed	 into	 the	 respective	column.
Character	and	date	data	must	be	placed	in	single	quotes,	while	delimiters	are	not
necessary	for	numerical	values.

For	 example,	 the	 following	 statement	 adds	 an	 additional	 record	 to	 the
Categories	table,	specifically	the	category	“Vegetables.”



INSERT	INTO	Categories	(CategoryID,
CategoryName,	Description)
VALUES	(9,	‘Vegetables’,	‘Seasoned	vegetables’)

We	 can	 specify	 the	 column	 names	 in	 any	 order	 we	 prefer.	 Regardless	 of
column	 order,	 SQL	will	 perform	 in	 the	 same	way	 as	 long	 as	 the	 order	 of	 the
column	names	set	matches	the	data	set.	Conversely,	the	following	SQL	will	also
be	valid:

INSERT	INTO	Categories	(CategoryName,
CategoryID,	Description)
VALUES	(‘Vegetables’,	9,	‘Seasoned	vegetables’)

If	we	insert	the	data	in	the	same	order	as	column	names,	it	is	also	possible	to
completely	 leave	out	column	names.	The	RDBMS	will	 interpret	 the	query	 just
like	its	extended	version.

INSERT	INTO	Categories
VALUES	(9,	‘Vegetables’,	‘Seasoned	vegetables’)

The	 advantage	 of	 not	 naming	 columns	 in	 the	 INSERT	 statement	 is	 that	 it
saves	typing	and	makes	shorter	SQL	statements.	The	obvious	disadvantage	is	the
difficulty	 in	 seeing	 which	 data	 goes	 into	 which	 columns.	 After	 any	 of	 these
statements,	 checking	 the	 Categories	 table	 with	 a	 properly	 structured	 SELECT
statement	will	provide	the	following	results	(Figure	37):





Updating	Data
Besides	 adding	new	 records,	we	will	 eventually	 need	 to	 change	 the	data	 in

existing	records.	For	this	purpose	we	will	use	the	UPDATE	statement.	Although
similar,	 the	main	 difference	 between	 inserting	 new	 data	 and	 updating	 existing
data	is	the	specification	of	the	records	that	need	to	be	changed.	The	records	to	be
changed	 are	 defined	with	 the	WHERE	 clause,	 which	will	 allow	 us	 to	 specify
only	those	records	that	satisfy	a	certain	condition.	The	SET	clause	will	specify
the	 exact	 columns	 in	 which	 data	 will	 be	 changed,	 separating	 multiple
columns/value	 pairs	with	 a	 comma.	 The	 generic	 syntax	 of	 the	 statement	 is	 as
follows:

UPDATE	tableName
SET	columnName	=	value
WHERE	condition

For	 example,	 let	 us	 say	 that	 one	 of	 our	 suppliers	 has	 changed	 the	 contact
person	 responsible	 and	 has	 provided	 us	with	 new	 data	 about	 the	 replacement.
First,	we	need	to	identify	the	SupplierID,	as	this	is	the	unique	value	that	can	be
used	in	the	WHERE	clause	to	tell	the	database	which	specific	records	to	update.
However,	it	is	not	necessary	to	update	every	field	in	the	record;	it	is	sufficient	to
provide	 data	 only	 for	 the	 fields	 that	 are	 actually	 changing.	 The	 UPDATE
statement	 allows	 us	 to	 define	 both	 the	 fields	 and	 the	 data	 that	 needs	 to	 be
updated.

UPDATE	Suppliers
SET
ContactName=’Selene	Pereira’,
ContactTitle=’Marketing	Manager’,
Phone=’(172)	555	5345’
WHERE	SupplierID=10

We	 need	 to	 consider	 that	 for	 situations	 in	 which	 the	 condition	 from	 the



WHERE	clause	matches	more	than	one	record,	all	of	the	matching	records	will
be	changed	in	accordance	with	the	instructions	in	the	UPDATE	statement.

Deleting	Data	from	Tables
Deleting	database	data	 is	easy.	 It	 is	 sufficient	 to	 first	 specify	 the	 table	 from

which	you	will	delete	records,	and	then,	if	necessary,	to	add	a	WHERE	clause	to
define	the	actual	records	to	delete.	Conversely,	if	we	want	to	completely	delete
all	records	from	a	table,	we	can	simply	write	the	following	SQL	statement:

DELETE	FROM	Products;

If	 we	 execute	 the	 above	 statement,	 we	 will	 delete	 all	 the	 data	 from	 your
Products	 table.	To	 limit	 the	deletion	 to	only	 specific	 records,	we	can	write	 the
following	query:

DELETE	FROM	Products
WHERE	ProductID	=	10

This	 SQL	 will	 delete	 all	 records	 from	 the	 Products	 table	 in	 which	 the
ProductID	has	a	value	of	10.	As	this	is	a	unique	value,	only	one	record	will	be
deleted	 since	 there	 is	 only	one	product	whose	ProductID	 is	 ten.	 If	we	want	 to
delete	a	range	of	records,	we	just	need	to	modify	the	WHERE	clause.

DELETE	FROM	Products
WHERE	ProductID	>	=10	AND	ProductID	<	20

Nevertheless,	deleting	a	record	doesn’t	delete	the	references	to	that	record	in
other	tables.	For	example,	although	the	Order	Details	table	refers	to	products	in
the	Products	table,	deleting	a	product	from	the	Products	table	doesn’t	delete	its
respective	reference	in	the	Order	Details	table.	This	has	to	be	executed	with	an
additional	SQL	statement:

DELETE	FROM	[Order	Details]
WHERE	ProductID=10

If	we	are	using	ranges,	then	we	modify	the	statement	as	follows:



DELETE	FROM	[Order	Details]
WHERE	ProductID	>	=10	AND	ProductID	<	20
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The	 SQL	 language	 is	 not	 just	 limited	 to	 query	 and	 manipulation.	 It	 can	 also
manipulate	 database	 objects	 starting	 from	 database	 creation.	 Many	 RDBMSs
come	 with	 an	 easy-to-use	 interface	 that	 makes	 the	 task	 of	 creating	 new	 and
manipulating	 existing	 database	 objects	 very	 simple	 and	 intuitive.	 With	 a	 few
mouse	 clicks,	 and	 by	 entering	 a	 name,	 systems	 such	 as	 Access,	 SQL	 Server,
Oracle,	 etc.,	 allow	 us	 to	 create	 database	 objects	 without	 bothering	 with	 SQL
syntax.

Creating/Deleting	a	Database
Before	we	can	start	working	with	a	database,	we	need	to	actually	create	the

database.	There	are	plenty	of	options	to	achieve	this	goal,	but	we	will	focus	only
on	the	default,	which	in	SQL	is	as	easy	as	running	the	following	statement:

CREATE	DATABASE	NorthWind

We	use	 the	CREATE	DATABASE	command	 followed	by	a	database	name,
and	we	are	all	set.	We	have	to	mind	how	we	name	database	objects,	as	different
RDBMSs	have	different	rules.	The	general	guidelines	for	all	systems	are	to	use
letters,	 numbers	 and	 the	 underscore	 character	 avoiding	 all	 other	 special
characters,	punctuation	or	spaces.	Although	they	accept	numbers,	some	systems
don’t	allow	the	number	 to	be	 the	first	character	 in	 the	name,	so	we	need	 to	be
mindful	 never	 to	 use	 names	 such	 as	 1Customers.	 Finally,	 the	 names	 of	 all
database	 objects	 have	 to	 be	 unique,	 as	 we	 cannot	 have	 two	 databases	 or	 two
tables	from	the	same	database	share	a	common	name.

Deleting	 the	 database	 is	 as	 easy	 as	 creating	 the	 database.	Nevertheless,	we
have	to	be	mindful	of	the	data	that	already	exists	in	the	database,	as	deleting	the
database	will	also	delete	all	data	it	contains.	Like	the	CREATE	command,	most
RDBMSs	have	 an	 easy-to-use	 user	 interface	 that	 allows	us	 to	 drop	 a	 database



using	SQL.
We	use	the	DROP	DATABASE	command	followed	by	the	database	name:

DROP	DATABASE	NorthWind

After	creating	a	database	the	next	step	is	adding	tables.	However,	before	we
add	any	tables,	we	will	look	at	the	concept	of	data	types.

Data	Types
In	the	outside	world	we	naturally	categorize	information	into	different	types.

When	thinking	of	a	price	or	the	distance	between	two	points,	we	think	in	terms
of	numbers.	When	looking	up	directions	to	a	specific	location,	we	expect	textual
information.	The	data	type	is	determined	based	on	its	intended	use.	In	databases,
this	classification	helps	the	system	to	make	more	sense	of	its	values.	It	is	similar
to	what	we	naturally	do	in	the	real	world,	but	in	databases	we	categorize	the	data
more	formally.

Defining	data	types	across	RDBMSs	has	slight	variations.	The	approach	presented	in	this	book	is	in
accordance	 with	 the	 SQL:2008	 standard;	 for	 individual	 implementation	 please	 check	 the	 product
documentation	accordingly.

Although	we	could	treat	all	data	as	text	and	develop	the	database	and	future
applications	 accordingly,	 the	 main	 reason	 for	 storing	 data	 with	 different	 data
types	is	efficiency.	Speed	of	access	improves	and	storage	space	decreases	when
the	 database	 knows	 the	 type	 of	 data	 it	 has	 to	 process.	 For	 example,	 a	 large
number	such	as	48903928	can	be	stored	in	4	bytes	of	computer	memory	if	it	is
treated	 as	 a	 numerical	 value,	while	 storing	 the	 same	 number	 as	 character	 data
will	 occupy	 twice	 as	 much	 space.	 Furthermore,	 the	 data	 type	 also	 tells	 the
RDBMS	what	the	user	is	expected	to	do	with	the	data	itself

Table	 4	 contains	 a	 small	 subset	 of	 the	 more	 commonly-used	 data	 types,
which	is	more	than	enough	to	get	us	started.	It	briefly	describes	each	data	type
followed	by	an	example	of	how	 it	 is	used	 in	 syntax	 form.	The	data	 categories
themselves	are	explained	in	more	detail	in	the	following	section.

Table.	4	:	Fundamental	data	types





Characters
When	we	want	 to	store	text	 in	a	database	field,	we	use	one	of	 the	character

data	 types.	 There	 are	 four	 possible	 variations,	 albeit	 we	 will	 only	 focus	 our
explanation	on	two:	fixed	length	and	variable	length.	For	example,	if	we	use	the
code	char(220),	the	RDBMS	allocates	enough	memory	to	store	220	characters.	If
we	 store	 only	 20	 characters,	 the	 other	 200	 allocated	 places	will	 be	 filled	with
empty	 spaces,	 which	 is	 rather	 wasteful.	 We	 might	 consider	 storing	 only	 20
characters	 with	 char(20),	 but	 what	 happens	 when	 we	 need	 to	 store	 more,	 or
maybe	 fewer?	The	 alternative	 is	 the	 code	varchar(220),	 as	 it	will	 only	use	 the
actual	amount	of	memory	without	pre-allocation.

The	char	and	varchar	data	types	are	limited	to	a	maximum	character	storage	of	255.	For	larger	text
we	will	need	to	use	the	memo	(or	text	for	MySQL)	data	type,	which	can	store	up	to	65535	characters.
We	don’t	need	to	specify	the	actual	number	of	characters	this	data	type	can	hold.	It	is	preset	by	the
database	system	itself.

Generally	speaking,	if	the	text	data	is	expected	to	be	of	an	approximate	fixed
length,	 then	 we	 will	 use	 the	 char	 data	 type	 as	 it	 allows	 for	 quick	 entry	 and
manipulation.	When	the	text	data	is	of	a	variable	length	with	a	great	scope,	then
we	will	use	varchar.

Numerical	Data
Integers,	 also	 known	 as	 whole	 numbers,	 are	 the	 easiest	 numbers	 to

understand.	 In	 databases,	 the	 two	most	 common	 integer	 data	 types	 are	 int	 and
smallint.	The	difference	between	the	two	types	is	the	size	of	the	number	they	can
store	and	 the	memory	allocation	needed	to	store	 the	number.	The	smallint	data
type	deals	with	a	range	between	–32,768	and	32,767,	whereas	the	int	data	type
can	handle	a	range	between	–2,147,483,648	and	2,147,483,647.

Floating	 numbers,	 also	 known	 as	 decimal	 numbers,	 can	 store	 the	 fractional
parts	 of	 numbers.	 The	 two	 most	 common	 floating	 data	 types	 are	 real	 and
decimal,	for	which,	as	with	integers,	the	difference	is	number	size	and	memory
allocation.	The	real	data	type	can	store	a	range	of	numbers	between	–3.40E+38



and	 3.40E+38	with	 a	 limit	 of	 8	 decimal	 places.	 This	 data	 type	 is	 very	 useful
when	 we	 have	 huge	 numbers,	 but	 we	 are	 not	 too	 concerned	 about	 precision.
When	the	number	is	too	large	to	store	precisely	as	a	real	data	type,	the	database
system	converts	it	to	the	scientific	notation	with	some	loss	of	accuracy	because
of	the	dropped	decimals.	The	decimal	data	type	is	similar	to	real,	but	it	stores	all
the	 digits	 it	 can	 hold.	 Unlike	 with	 the	 real	 data	 type,	 storing	 a	 number	 that
exceeds	 the	 capacity	 of	 the	 decimal	 data	 type	 will	 round	 of	 the	 number	 off
instead	of	just	dropping	the	digits.	Due	to	this	accuracy,	knowing	the	flexibility
of	the	decimal	data	type	is	important	when	we	need	to	specify	how	many	digits
we	want	to	store.

Date	&	Time
Time	 is	 a	 fairly	 easy	 data	 value	 to	 store.	We	 need	 the	 hours,	 minutes	 and

seconds,	and	we	can	store	 the	 time	in	 the	several	formats	such	as	HH:MM:SS,
AM/PM,	24-hour,	etc.	On	the	other	hand,	dates	have	many	possible	variations,
all	 of	 which	 depend	 on	 several	 inconsistent	 factors.	 For	 example,	 all	 of	 the
following	dates	are	valid:	8	Jun	2012,	Jun	8,	2012,	12	June	2012,	12/06/2012,
06/12/2012,	and	12-6-2012.	In	these	examples	the	biggest	problem	arises	when
we	 specify	 the	month	 by	 number	 instead	 of	 name.	 In	America	 this	 data	 value
would	 read	 as	 month/day,	 while	 in	 the	 EU	 this	 data	 value	 would	 be	 red	 as
day/month.	 Therefore,	 it	 is	 advisable	 to	 avoid	 the	 date	 number	 format,	 and
instead	use	the	month’s	name	or	at	least	the	abbreviation	of	its	name.

In	some	cases	RDBMSs	don’t	keep	date	and	time	as	separate	values,	but	store
them	in	one	field.	The	date	usually	goes	first,	followed	by	the	time	in	one	of	the
aforementioned	formats.

Defining	Tables
Now	that	we	have	learned	about	creating	databases	and	defining	data	types,

we	will	finish	this	book	by	discussing	how	to	create	a	new	table,	alter	existing
tables	and	delete	tables	that	are	no	longer	necessary.



There	are	additional	table	options	that	can	be	managed	in	this	statement,	such	as	constraints,	which
are	outside	of	the	scope	of	this	book.

To	create	a	table	we	use	the	CREATE	TABLE	statement.	In	this	statement	we
have	to	give	the	table	a	name	and	define	each	table	column	with	a	name	and	a
data	type.	The	basic	syntax	is	as	follows:

CREATE	TABLE	tableName
(
columnName1	datatype
columnName2	datatype
columnName3	datatype
...
)

First	we	write	 the	CREATE	TABLE	statement,	 then	the	unique	name	of	 the
table.	 In	 the	 next	 line	we	 create	 a	 list	 defining	 each	 column	 in	 brackets.	Each
column	definition	is	placed	on	its	own	line	separated	by	a	comma.	If	we	were	to
create	the	Categories	table,	this	would	be	the	actual	code:

CREATE	TABLE	Categories
(
CategoryID	int,
CategoryName	varchar	(40),
Description	varchar	(255)
)

To	change	 the	properties	of	 an	 existing	 table,	we	need	 the	ALTER	TABLE
statement.	 With	 this	 statement	 we	 can	 modify	 table	 columns	 and,	 in	 some
RDBMSs,	even	change	the	data	type	of	an	existing	column.	The	basic	syntax	is
shown	below:

ALTER	TABLE	tableName
ADD	columnName	datatype
DROP	COLUMN	columnName



MS	SQL	Server	uses	datetime	as	data	type,	while	Oracle	stores	both	date	and	time	into	the	date	data
type.

After	 the	ALTER	TABLE	 keyword,	which	 essentially	 notifies	 the	 database
system	 what	 is	 to	 happen,	 we	 provide	 the	 name	 of	 the	 table	 to	 be	 altered.
Afterwards,	when	we	want	 to	add	a	new	column,	we	continue	 the	syntax	with
the	ADD	command	and	provide	a	column	name	with	a	data	type,	just	like	when
we	create	a	table.	Deleting	a	column	has	a	similar	syntax,	except	we	now	tell	the
database	which	column	to	delete.	The	following	example	will	add	an	ExpiryDate
column	to	the	Categories	table:

ALTER	TABLE	Categories
ADD	ExpiryDate	date

As	this	column	is	unnecessary	in	the	Categories	table,	we	will	delete	it	with
the	following	statement:

ALTER	TABLE	Categories
DROP	COLUMN	ExpiryDate

We	need	to	remember	that	dropping	a	column	will	permanently	erase	all	data
previously	entered	in	that	column.

We	follow	this	pattern	when	we	use	the	DROP	TABLE	statement	for	deleting
tables.	The	basic	syntax	is	as	follows

DROP	TABLE	tableName

To	delete	the	Categories	table	we	would	simply	write:

DROP	TABLE	Categories

However,	dropping	a	table	is	not	a	light	task	to	perform.	Obviously,	the	data
in	the	table	will	be	deleted	along	with	the	table	itself.	What	is	not	so	obvious	is
that	potential	complications	arise	with	related	data	in	other	tables.



Conclusion

This	 book	 covered	 a	 wide	 array	 of	 topics,	 but	 they	 all	 dealt	 with	 how	 to	 get
information	from	a	database.	Initially,	we	were	introduced	to	SQL,	the	language
for	 communicating	 with	 a	 database.	 The	 focus	 was	 on	 using	 SQL	 as	 a	 query
language,	while	the	other	aspects	of	the	language	were	omitted.

We	 learned	 that	 the	 key	 to	 extracting	 data	 with	 SQL	 is	 the	 SELECT
statement,	 which	 allows	 us	 to	 select	 the	 columns	 and	 tables	 from	 which	 to
extract	data.	We	now	know	how	to	filter	with	the	WHERE	clause	by	specifying
any	number	 of	 conditions	 in	 order	 to	 obtain	 the	 results	 that	 suit	 our	 particular
needs.	We	were	introduced	to	logical	and	comparison	operators	in	order	to	better
manage	situational	data	conditions.	We	also	learned	how	to	manage	the	order	of
results	in	ascending	or	descending	order,	based	on	one	or	more	columns	with	the
ORDER	BY	clause.

By	using	the	JOIN	statements	we	tackled	the	slightly	tricky	topic	of	selecting
data	from	more	than	one	table.	We	managed	to	link	two	or	more	tables	to	form	a
new	results	set,	and	we	learned	the	importance	of	the	unknown	(NULL)	value.

We	then	summarized	and	aggregated	data	rather	than	getting	results	based	on
individual	records.	Central	to	this	concept	was	the	GROUP	BY	statement,	which
enables	 results	 to	 be	 based	 on	 groups	 of	 common	 data.	 In	 conjunction	 with
SQL’s	 aggregate	 functions	 such	 as	COUNT,	 SUM,	AVG,	MAX,	 and	MIN	we
learned	how	to	manipulate	data	and	calculate	specific	values.	We	also	explored
the	 HAVING	 clause,	 which	 filters	 out	 the	 result	 of	 groups	 using	 various
conditions,	 much	 like	 a	 WHERE	 clause	 does	 for	 a	 SELECT	 statement.
Conversely,	we	learned	how	to	add	new	records	to	a	database	using	the	INSERT
INTO	statement,	updated	already	existing	data	with	the	UPDATE	statement,	and
learned	about	 the	DELETE	statement,	which	allows	us	 to	delete	all	or	specific
records	from	a	table.



Finally,	we	 learned	 how	 to	 use	SQL	 to	 define	 the	 structure	 of	 the	 database
itself.	We	 used	 the	CREATE	DATABASE	 statement	 to	 create	 a	 new	 database
from	 scratch.	 We	 also	 learned	 about	 CREATE/ALTER/DROP	 TABLE
commands	to	successfully	manipulate	the	structures	of	tables.
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Glossary

Aggregate	Function	-	A	function	that	produces	a	single	result	based	on	the	contents	of	an	entire	set	of
table	rows.

Alias	-A	short	substitute	or	nickname	for	a	table/column	name.Column	-
A	table	component	that	holds	a	single	attribute	of	the	table.

Comparison	Operators	-Used	to	compare	between	values

Data	Type	-A	set	of	representable	values.

Database	-A	self-describing	collection	of	records.

RDBMS	-A	relational	database	management	system.

Index	-A	table	of	pointers	used	to	locate	rows	rapidly	in	a	data	table.

Join	-	A	relational	operator	that	combines	data	from	multiple	tables	into	a	single	result	table.

Logical	Operators	 -	Used	 to	 connect	 or	 change	 the	 truth-value	 of	 predicates	 to	 produce	more	 complex
predicates.

Metadata	-	Data	about	the	structure	of	the	data	in	a	database.

Predicate	-A	statement	that	may	be	either	logically	true	or	logically	false.

Query	-	A	question	you	ask	about	the	data	in	a	database.

Record	-A	representation	of	some	physical	or	conceptual	object.

Row	-	Another	representation	of	a	record.

SQL	 -	An	 industry	 standard	 data	 sublanguage,	 specifically	 designed	 to	 create,	 manipulate,	 and	 control
relational	databases.

Table	-	A	relation	of	data.
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